Stats workshop

## Mark's Data

This wont just be a *lesson* about what to do when one has new data. This will be an actual example of what I would do when I have new data. Mark has sent me some of his data and I haven't done anything but download it yet. So, this is actually me playing around with new data. Let's see what I'm gonna do (even I don't know!). =)

#### A quick digression on organization

This doesn't matter much at first, but once you have multiple projects, and are collaborating with multiple people, and these projects drag out over months years, organization can really become difficult to maintain. There are ways to keep organized, however! I recently found a nice, short, readable [guide](http://faculty.chicagobooth.edu/matthew.gentzkow/research/CodeAndData.pdf) on all the stuff I've spent a while figuring out on my own. Some of what you will find in there you will find more or less relevant (check out chapters 3 and 4 in particular), but I'll emphasize a couple of things:

1. Use version control. [Github](https://github.com/) is easy to use, especially when you download their [gui](https://mac.github.com/). You'll never have to worry about having multiple, conflicting, unclear analysis files again for fear of losing something you wrote previously.
2. Write your analysis code so that you can run the whole thing from start to finish. It helps even more if you write it in [markdown](http://rmarkdown.rstudio.com/) (or something similar) with prose explaining what you're doing and what you're thinking. From there, it's only a short step to turn it into a methods/results section.

Of course, I should put caveats all around this thing because I often don't really know what I'm doing either. I've never had a data set where I was doing all the same old things. It's a constant process of learning something new. And while I've been fighting the organization war for years, it's only in the last 6 months or so that I've really decided that this was something I had to win. =)

### Get the data in and look at what we've got

First, let's get it in. I'm sure you're all familiar with how to do this. However, it helps to keep things organized. Everything related to this project should all be in the same folder. I've put Mark's data in the same folder I'm keeping this script. Before doing anything, you should click Session -> Set Working Directory -> To Source File Location.

I wish there were an automatic way to do that. Unfortunately, I don't think there is. Anyway, once that's done, we can move on to read in his data and get the dimensions.

breach <- read.csv('Data/breachmeans.csv')  
dim(breach)

## [1] 20 32

Okay! We've got 20 observations for each of 32 variables. Let's look a little more closely at what those variables are. Next, I'm going to get the names of each variable:

names(breach)

## [1] "subj" "locomotion1" "locomotion2" "difflocomotion"  
## [5] "assessment1" "assessment2" "diffassessment" "promotion1"   
## [9] "promotion2" "diffpromotion" "prevention1" "prevention2"   
## [13] "diffprevention" "stress1" "stress2" "diffstress"   
## [17] "flourishing" "swls" "lie2" "lie1"   
## [21] "diffLie" "LxA1" "LxA2" "diffLxA"   
## [25] "age" "exp" "apride" "lpride"   
## [29] "eom" "rankindiv" "rank21" "averank"

Now, a bit of a closer look at what these things contain:

head(breach)

## subj locomotion1 locomotion2 difflocomotion assessment1 assessment2  
## 1 1 5.00 4.58 -0.4167 4.17 3.67  
## 2 2 4.50 4.58 0.0833 4.25 3.92  
## 3 3 5.25 4.83 -0.4167 4.00 4.00  
## 4 4 4.83 5.00 0.1667 4.00 3.83  
## 5 5 5.08 4.92 -0.1667 4.50 3.83  
## 6 6 5.08 4.75 -0.3333 5.00 4.08  
## diffassessment promotion1 promotion2 diffpromotion prevention1  
## 1 -0.5000 3.50 4.00 0.500 1.8  
## 2 -0.3333 4.00 4.17 0.167 2.2  
## 3 0.0000 4.17 3.83 -0.333 1.0  
## 4 -0.1667 4.00 4.50 0.500 2.2  
## 5 -0.6667 4.83 4.83 0.000 3.4  
## 6 -0.9167 4.00 4.33 0.333 2.4  
## prevention2 diffprevention stress1 stress2 diffstress flourishing swls  
## 1 2.2 0.4 1.62 1.50 -0.125 6.50 6.0  
## 2 2.2 0.0 2.00 2.50 0.500 5.25 5.8  
## 3 1.4 0.4 2.38 2.25 -0.125 6.25 6.2  
## 4 2.0 -0.2 2.00 2.62 0.625 6.88 6.8  
## 5 3.0 -0.4 2.00 2.00 0.000 6.25 6.2  
## 6 2.2 -0.2 1.75 2.12 0.375 6.00 5.6  
## lie2 lie1 diffLie LxA1 LxA2 diffLxA age exp apride lpride eom rankindiv  
## 1 1.67 1.83 -0.167 25.0 21.0 -3.993 23 3 37 46 40 10  
## 2 2.67 2.33 0.333 20.2 21.0 0.757 26 6 38 38 35 4  
## 3 2.00 2.67 -0.667 27.6 23.4 -4.201 22 4 32 40 43 6  
## 4 2.33 3.00 -0.667 23.4 25.0 1.639 26 2 40 46 42 16  
## 5 1.83 1.83 0.000 25.8 24.2 -1.667 26 4 45 44 38 3  
## 6 3.00 3.17 -0.167 25.8 22.6 -3.278 29 3 38 44 34 5  
## rank21 averank  
## 1 13.0 11.50  
## 2 3.5 3.75  
## 3 5.0 5.50  
## 4 16.0 16.00  
## 5 3.5 3.25  
## 6 7.0 6.00

summary(breach)

## subj locomotion1 locomotion2 difflocomotion   
## Min. : 1.00 Min. :3.830 Min. :3.580 Min. :-1.7500   
## 1st Qu.: 5.75 1st Qu.:4.647 1st Qu.:4.560 1st Qu.:-0.3542   
## Median :10.50 Median :5.000 Median :4.920 Median :-0.2084   
## Mean :10.50 Mean :4.949 Mean :4.816 Mean :-0.1333   
## 3rd Qu.:15.25 3rd Qu.:5.122 3rd Qu.:5.270 3rd Qu.: 0.2708   
## Max. :20.00 Max. :5.750 Max. :5.420 Max. : 0.5000   
##   
## assessment1 assessment2 diffassessment promotion1   
## Min. :3.750 Min. :3.500 Min. :-1.3333 Min. :3.500   
## 1st Qu.:4.000 1st Qu.:3.830 1st Qu.:-0.5417 1st Qu.:3.830   
## Median :4.290 Median :3.920 Median :-0.3333 Median :4.000   
## Mean :4.351 Mean :4.017 Mean :-0.3333 Mean :4.058   
## 3rd Qu.:4.543 3rd Qu.:4.122 3rd Qu.:-0.1459 3rd Qu.:4.210   
## Max. :5.170 Max. :4.920 Max. : 1.1667 Max. :4.830   
##   
## promotion2 diffpromotion prevention1 prevention2   
## Min. :3.170 Min. :-0.83300 Min. :1.00 Min. :1.4   
## 1st Qu.:3.830 1st Qu.:-0.33300 1st Qu.:2.20 1st Qu.:2.2   
## Median :4.000 Median : 0.08350 Median :2.60 Median :2.7   
## Mean :4.041 Mean :-0.01665 Mean :2.53 Mean :2.6   
## 3rd Qu.:4.330 3rd Qu.: 0.33300 3rd Qu.:3.00 3rd Qu.:3.0   
## Max. :4.830 Max. : 0.50000 Max. :3.80 Max. :3.4   
##   
## diffprevention stress1 stress2 diffstress   
## Min. :-0.80 Min. :1.380 Min. :1.000 Min. :-0.75000   
## 1st Qu.:-0.25 1st Qu.:1.685 1st Qu.:1.718 1st Qu.:-0.12500   
## Median : 0.20 Median :1.880 Median :2.000 Median : 0.00000   
## Mean : 0.07 Mean :2.013 Mean :2.068 Mean : 0.08553   
## 3rd Qu.: 0.40 3rd Qu.:2.250 3rd Qu.:2.530 3rd Qu.: 0.37500   
## Max. : 0.80 Max. :3.500 Max. :3.120 Max. : 0.62500   
## NA's :1 NA's :1   
## flourishing swls lie2 lie1   
## Min. :4.880 Min. :4.40 Min. :1.000 Min. :1.000   
## 1st Qu.:5.750 1st Qu.:5.75 1st Qu.:2.290 1st Qu.:2.290   
## Median :6.000 Median :5.80 Median :2.670 Median :2.500   
## Mean :5.976 Mean :5.91 Mean :2.675 Mean :2.632   
## 3rd Qu.:6.250 3rd Qu.:6.20 3rd Qu.:3.042 3rd Qu.:3.000   
## Max. :7.000 Max. :7.00 Max. :4.670 Max. :4.500   
##   
## diffLie LxA1 LxA2 diffLxA   
## Min. :-0.6670 Min. :14.70 Min. :12.80 Min. :-16.479   
## 1st Qu.:-0.2085 1st Qu.:21.60 1st Qu.:20.80 1st Qu.: -3.790   
## Median : 0.0000 Median :25.00 Median :24.20 Median : -1.760   
## Mean : 0.0416 Mean :24.72 Mean :23.45 Mean : -1.258   
## 3rd Qu.: 0.2085 3rd Qu.:26.25 3rd Qu.:27.80 3rd Qu.: 2.675   
## Max. : 1.0000 Max. :33.10 Max. :29.30 Max. : 5.167   
##   
## age exp apride lpride   
## Min. :21.0 Min. :0.00 Min. :28.00 Min. :29.00   
## 1st Qu.:24.0 1st Qu.:2.00 1st Qu.:36.00 1st Qu.:38.00   
## Median :26.0 Median :3.00 Median :38.00 Median :41.50   
## Mean :25.9 Mean :3.25 Mean :37.45 Mean :41.35   
## 3rd Qu.:28.0 3rd Qu.:4.00 3rd Qu.:39.00 3rd Qu.:46.00   
## Max. :31.0 Max. :8.00 Max. :46.00 Max. :49.00   
##   
## eom rankindiv rank21 averank   
## Min. :34.00 Min. : 1.00 Min. : 1.00 Min. : 1.500   
## 1st Qu.:37.00 1st Qu.: 5.75 1st Qu.: 5.75 1st Qu.: 5.875   
## Median :38.50 Median :10.50 Median :11.00 Median :10.500   
## Mean :38.45 Mean :10.50 Mean :11.00 Mean :10.750   
## 3rd Qu.:40.00 3rd Qu.:15.25 3rd Qu.:16.25 3rd Qu.:16.500   
## Max. :43.00 Max. :20.00 Max. :21.00 Max. :20.000   
##

These are quick ways to examine what your dataframe looks like. head will return the first 5 rows of the dataframe (you can also use tail to get the last 5 rows). summary, when called on a dataframe, will return a description of each variable. Mark's dataframe is a little unusual for psych studies in that it doesn't seem to have any factor variables. We can see this in another way by asking for the structure, using the str command.

str(breach)

## 'data.frame': 20 obs. of 32 variables:  
## $ subj : int 1 2 3 4 5 6 7 8 9 10 ...  
## $ locomotion1 : num 5 4.5 5.25 4.83 5.08 5.08 4.67 5 5.58 5.08 ...  
## $ locomotion2 : num 4.58 4.58 4.83 5 4.92 4.75 5.08 4.33 5.25 5.33 ...  
## $ difflocomotion: num -0.4167 0.0833 -0.4167 0.1667 -0.1667 ...  
## $ assessment1 : num 4.17 4.25 4 4 4.5 5 4 4.5 4.42 4.25 ...  
## $ assessment2 : num 3.67 3.92 4 3.83 3.83 4.08 3.5 4 3.67 3.92 ...  
## $ diffassessment: num -0.5 -0.333 0 -0.167 -0.667 ...  
## $ promotion1 : num 3.5 4 4.17 4 4.83 4 3.83 3.83 4 4.67 ...  
## $ promotion2 : num 4 4.17 3.83 4.5 4.83 4.33 4.17 3.5 3.83 4 ...  
## $ diffpromotion : num 0.5 0.167 -0.333 0.5 0 0.333 0.333 -0.333 -0.167 -0.667 ...  
## $ prevention1 : num 1.8 2.2 1 2.2 3.4 2.4 2.8 3 2.8 2.6 ...  
## $ prevention2 : num 2.2 2.2 1.4 2 3 2.2 3 2.8 3.2 2.8 ...  
## $ diffprevention: num 0.4 0 0.4 -0.2 -0.4 -0.2 0.2 -0.2 0.4 0.2 ...  
## $ stress1 : num 1.62 2 2.38 2 2 1.75 3.5 2.25 1.75 1.75 ...  
## $ stress2 : num 1.5 2.5 2.25 2.62 2 2.12 3.12 2.88 1.75 1.75 ...  
## $ diffstress : num -0.125 0.5 -0.125 0.625 0 0.375 -0.375 0.625 0 0 ...  
## $ flourishing : num 6.5 5.25 6.25 6.88 6.25 6 7 6 5.75 6 ...  
## $ swls : num 6 5.8 6.2 6.8 6.2 5.6 7 5.8 5.8 5.8 ...  
## $ lie2 : num 1.67 2.67 2 2.33 1.83 3 4.67 2.33 1 3.17 ...  
## $ lie1 : num 1.83 2.33 2.67 3 1.83 3.17 3.83 2.33 1 2.83 ...  
## $ diffLie : num -0.167 0.333 -0.667 -0.667 0 -0.167 0.833 0 0 0.333 ...  
## $ LxA1 : num 25 20.2 27.6 23.4 25.8 25.8 21.8 25 31.2 25.8 ...  
## $ LxA2 : num 21 21 23.4 25 24.2 22.6 25.8 18.8 27.6 28.4 ...  
## $ diffLxA : num -3.993 0.757 -4.201 1.639 -1.667 ...  
## $ age : int 23 26 22 26 26 29 28 24 27 22 ...  
## $ exp : int 3 6 4 2 4 3 0 3 4 1 ...  
## $ apride : int 37 38 32 40 45 38 38 33 36 37 ...  
## $ lpride : int 46 38 40 46 44 44 49 40 38 38 ...  
## $ eom : int 40 35 43 42 38 34 39 41 38 37 ...  
## $ rankindiv : int 10 4 6 16 3 5 12 9 11 19 ...  
## $ rank21 : num 13 3.5 5 16 3.5 7 21 10 8 15 ...  
## $ averank : num 11.5 3.75 5.5 16 3.25 6 16.5 9.5 9.5 17 ...

This highlights that within R, the dataframe is really just a collection of vectors. Mark has two types: numeric and integer.

##### Question:

**1. We wont always be fortunate enough to have .csv files. How can we read in excel files? Spss? STATA? Word?**

library(xlsx)  
read.xlsx()  
library(foreign)  
read.spss()  
read.dta()

Microsoft word is possible (everything is *possible*), but a bit more complicated (see tm package)

### Data types

From an R standpoint, there are few differences between numeric and integer types. It's good to know they exist, because the type of object you pass to functions can be a major source of headaches (e.g. if a function expects a factor and you try to pass it a numeric), but for now, we can generally treat numeric and integers as the same thing - quantitative variables. This can be contrasted with two other types that we do not see here: factors and characters. A factor is a categorical variable, and a character is just a collection of text strings. Let's go ahead and make a couple of these. First, we'll make a variable indicating whether someone is happy or not:

breach$happy <- rep(c("yes", "no"), each=10)  
breach$happy #there's only 20 observations, so we can just print out all of them.

## [1] "yes" "yes" "yes" "yes" "yes" "yes" "yes" "yes" "yes" "yes" "no"   
## [12] "no" "no" "no" "no" "no" "no" "no" "no" "no"

str(breach$happy)

## chr [1:20] "yes" "yes" "yes" "yes" "yes" "yes" "yes" ...

summary(breach$happy)

## Length Class Mode   
## 20 character character

Ah! A character variable! But that's just because we fed it some text strings, isn't it? As psychologists, we know that this is actually a categorical variable. People fall into one of two categories: Those who are happy, and those who have failed research projects. ;)

Anyway, since this is a categorical variable, we want this to be a factor.

breach$happy <- as.factor(breach$happy)  
breach$happy

## [1] yes yes yes yes yes yes yes yes yes yes no no no no no no no   
## [18] no no no   
## Levels: no yes

str(breach$happy)

## Factor w/ 2 levels "no","yes": 2 2 2 2 2 2 2 2 2 2 ...

summary(breach$happy)

## no yes   
## 10 10

You can see that calling some of the same functions on data which is identical in appearance but *stored* in two different ways can lead to some very different output. It's key to keep this in mind no matter what you're doing in R. If something doesn't work the way you expect it to, maybe it's because you're feeding in an unexpected data type. I think I spent about a month in my third year figuring this out. A long, painful month.

##### Questions:

1. Let's say Mark ran a study in which his participants recieved 2, 4, or 8 'happy' primes. We create a factor variable which distinguishes these groups:

* a <- as.factor(rep(c(2,4,8), each=10))
* For some purposes, this will be fine. But let's say for some reason we want to treat this as a numeric value rather than a factor. We run the following command:
* a <- as.numeric(a)
* What happened? Did it work as you expected?

1. How are factor variables represented internally in R (*hint*: Why, when we call str(breach$happy), do we get a bunch of numbers)? What's the logic behind their representation?

Now that we know a little bit about data types, let's think of what types of things we might be interested in looking at. It's time to know a bit about ggplot, don't you think?

### Preliminary visualizations

ggplot is a package built by the incredibly productive [Hadley Wickham](http://had.co.nz). It follows a general plotting philosophy published and described elsewhere called *Grammer of Graphics*. To create a ggplot object, you must first decide what you're plotting. Since I see that we have two scores for most of our measurements (plus I've spoken to Mark about this work a few times), I'm going to treat these as two measurements of the same concept on the same individual. One thing we obviously might be interested in is how these measurements changed between session one and session two.

Please note that there's no hypothesis testing going on yet! We're just looking at data! You should spend quite a lot of time doing this. Anyway, on with it. Let's make a couple of histograms for the locomotion variable.

library(ggplot2)  
plot <- ggplot(breach, aes(x=locomotion1))  
plot + geom\_histogram()
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plot <- ggplot(breach, aes(x=locomotion2))  
plot + geom\_histogram()
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Before we pull apart the figures, let's look at what we've done here. For each plot, there are two lines of code. The first line from the first plot:

plot <- ggplot(breach, aes(x=locomotion1))

This makes an object we've called plot. This object is stored internally as a list, but we don't really care about that. What we care about is that this is a ggplot object made from the breach dataframe (1st argument). We've also assigned some aesthetics (via aes) for this particular plot. In particular, we've told it that we want the variable locomotion1 to appear on the x axis (2nd argument). This will create an empty plot, onto which we can begin placing layers. Each layer added to the plot will do something to change the superficial appearance. However, in general, after the first line, we've already given R **all** the data we need to make the figure we're going for. Now, all we need to do is specify exactly what we want the data to look like. The next line:

plot + geom\_histogram()

Here, we've taken the empty plot object, and added a layer. This layer takes the form of a histogram, but it could have just as easily been something else. There aren't very many layers which will work without some additional information (like a second variable), but just for kicks, here's an example of something else we *could* have done:

plot + geom\_dotplot()
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We've taken the exact same underlying object (plot), and added a different layer. It's clear that the underlying data is the same, but this lets us visualize it in a slightly different way.

The original objective, however, was to compare the first locomotion score to the second. While we can do that with these plots, it isn't ideal for this purpose for a couple of reasons:

1. Having two separate plots forces us to shift our eyes back and forth between the two. It would be much better if they were plotted together.
2. The sparsity of our data leads our histogram to be not-very-smooth. Kind of chunky looking. I love chunky peanut butter, but histograms, not so much.

So, we can fix this by plotting both of these variables on the same object, letting them overlap somehow, and using a different kind of layer. But wait! How can we do this? Look back at the creation of the plotting object:

plot <- ggplot(breach, aes(x=locomotion1))

We've assigned a variable to x, but what we want is to have TWO variables on x. Your intuition may say to do this:

plot <- ggplot(breach, aes(x=c(locomotion1, locomotion2)))

Your intuition would be wrong. This will plot just fine, but it isn't what we want. Here, R has no way of knowing which scores are from locomotion1 and locomotion2, and so will just plot them all together. Observe:

plot <- ggplot(breach, aes(x=c(locomotion1, locomotion2)))  
plot + geom\_histogram()

![](data:image/png;base64,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)

*Side note: using c() will combine things into a vector. As soon as you perform c() on something, all the component parts are treated as coming from the same thing.*

We can get around this issue, but it requires some wrangling of our data. To preview, we will eventually aim to have two vectors in our dataframe: one of the values to be plotted along the x axis, and another indicating which of two groups each value belongs to.

##### Questions:

1. There are other reasons we might not like the plots we just produced. For example, maybe we want the bins into which the observations are sorted to be a bit larger. Can you do this? What setting do you think produces the best visualization for the data? (*hint*: ?geom\_histogram)
2. In the last plot, the x axis label is horrible. Change it to something more appropriate. You might find [this](http://docs.ggplot2.org/current/) helpful.

### Reshaping

We're going to reshape our data so that we can feed it into ggplot. Mark's data is currently organized in the 'wide' format. In psychology studies, this usually means that each row is an individual, and everything we know or have collected from that individual is on that row. For many statistical computing purposes, it is common to use a 'long' format. Here, the rows take the form of observations on an individual. Since we're observing many of our variables twice on the same individual, this implies that each individual will have two rows. If we had done an experiment with, let's say, 200 reaction time trials, then we would have 200 rows for each individual in a 'long' format.

In order to get this data from wide to long, we can use the reshape2 package, created by....yep, that's right. Our dear friend [Hadley Wickham](http://had.co.nz). (I know! This guy! Jeez! Everytime I load one of his packages I think about sending him one of the books on his [amazon wishlist](http://www.amazon.com/gp/registry/1Y65N3VFA613B)).

There are two main functions in the reshape2 package: melt and cast. The former takes wide data and converts it to long, and the latter does the converse. We need to our wide data to be long, so we need to use melt.

library(reshape2)  
breach <- melt(breach,   
 id.vars = c('subj', 'flourishing', 'swls', 'age', 'exp', 'apride',   
 'lpride', 'eom', 'rankindiv', 'rank21', 'averank'),  
 measure.vars = c('locomotion1', 'locomotion2', 'assessment1', 'assessment2',   
 'promotion1', 'promotion2', 'prevention1', 'prevention2',   
 'stress1', 'stress2', 'lie2', 'lie1', 'LxA1', 'LxA2'))  
str(breach)

## 'data.frame': 280 obs. of 13 variables:  
## $ subj : int 1 2 3 4 5 6 7 8 9 10 ...  
## $ flourishing: num 6.5 5.25 6.25 6.88 6.25 6 7 6 5.75 6 ...  
## $ swls : num 6 5.8 6.2 6.8 6.2 5.6 7 5.8 5.8 5.8 ...  
## $ age : int 23 26 22 26 26 29 28 24 27 22 ...  
## $ exp : int 3 6 4 2 4 3 0 3 4 1 ...  
## $ apride : int 37 38 32 40 45 38 38 33 36 37 ...  
## $ lpride : int 46 38 40 46 44 44 49 40 38 38 ...  
## $ eom : int 40 35 43 42 38 34 39 41 38 37 ...  
## $ rankindiv : int 10 4 6 16 3 5 12 9 11 19 ...  
## $ rank21 : num 13 3.5 5 16 3.5 7 21 10 8 15 ...  
## $ averank : num 11.5 3.75 5.5 16 3.25 6 16.5 9.5 9.5 17 ...  
## $ variable : Factor w/ 14 levels "locomotion1",..: 1 1 1 1 1 1 1 1 1 1 ...  
## $ value : num 5 4.5 5.25 4.83 5.08 5.08 4.67 5 5.58 5.08 ...

summary(breach)

## subj flourishing swls age   
## Min. : 1.00 Min. :4.880 Min. :4.40 Min. :21.0   
## 1st Qu.: 5.75 1st Qu.:5.750 1st Qu.:5.75 1st Qu.:24.0   
## Median :10.50 Median :6.000 Median :5.80 Median :26.0   
## Mean :10.50 Mean :5.976 Mean :5.91 Mean :25.9   
## 3rd Qu.:15.25 3rd Qu.:6.250 3rd Qu.:6.20 3rd Qu.:28.0   
## Max. :20.00 Max. :7.000 Max. :7.00 Max. :31.0   
##   
## exp apride lpride eom   
## Min. :0.00 Min. :28.00 Min. :29.00 Min. :34.00   
## 1st Qu.:2.00 1st Qu.:36.00 1st Qu.:38.00 1st Qu.:37.00   
## Median :3.00 Median :38.00 Median :41.50 Median :38.50   
## Mean :3.25 Mean :37.45 Mean :41.35 Mean :38.45   
## 3rd Qu.:4.00 3rd Qu.:39.00 3rd Qu.:46.00 3rd Qu.:40.00   
## Max. :8.00 Max. :46.00 Max. :49.00 Max. :43.00   
##   
## rankindiv rank21 averank variable   
## Min. : 1.00 Min. : 1.00 Min. : 1.500 locomotion1: 20   
## 1st Qu.: 5.75 1st Qu.: 5.75 1st Qu.: 5.875 locomotion2: 20   
## Median :10.50 Median :11.00 Median :10.500 assessment1: 20   
## Mean :10.50 Mean :11.00 Mean :10.750 assessment2: 20   
## 3rd Qu.:15.25 3rd Qu.:16.25 3rd Qu.:16.500 promotion1 : 20   
## Max. :20.00 Max. :21.00 Max. :20.000 promotion2 : 20   
## (Other) :160   
## value   
## Min. : 1.000   
## 1st Qu.: 2.600   
## Median : 3.830   
## Mean : 6.367   
## 3rd Qu.: 4.830   
## Max. :33.100   
## NA's :1

Okay, we're getting closer. We can see that we've now got 280 observations across 13 different variables. How did this happen and what are we left with? Let's look at the melt function, line-by-line.

breach <- melt(breach,

Nothing mind-blowing here. We've just called the melt function, and then fed it our dataframe as the first argument. The next line is the id.vars argument:

id.vars = c('subj', 'flourishing', 'swls', 'age', 'exp', 'apride', 'lpride', 'eom', 'rankindiv', 'rank21', 'averank'),

If we look closely at the updated breach dataframe, it's clear that these are the variables which get repeated. That is, while there are only 20 subjects, each subject now has their data spread across 14 rows. All the other variables listed in this argument are similarly repeated. Finally, we have the measure.vars argument:

measure.vars = c('locomotion1', 'locomotion2', 'assessment1', 'assessment2', 'promotion1', 'promotion2', 'prevention1', 'prevention2', 'stress1', 'stress2', 'lie2', 'lie1', 'LxA1', 'LxA2'))

What happened to all of these in our new dataframe? it seems they've all been dumped into two new variables. One has the name variables and the other has the name value. Let's examine the data for subject 2.

breach[breach$subj == 2,] #read: from the dataframe breach, give me the rows where subject = 2. After the comma is where one would select columns. Since I wanted all the columns, I just left it blank.

## subj flourishing swls age exp apride lpride eom rankindiv rank21  
## 2 2 5.25 5.8 26 6 38 38 35 4 3.5  
## 22 2 5.25 5.8 26 6 38 38 35 4 3.5  
## 42 2 5.25 5.8 26 6 38 38 35 4 3.5  
## 62 2 5.25 5.8 26 6 38 38 35 4 3.5  
## 82 2 5.25 5.8 26 6 38 38 35 4 3.5  
## 102 2 5.25 5.8 26 6 38 38 35 4 3.5  
## 122 2 5.25 5.8 26 6 38 38 35 4 3.5  
## 142 2 5.25 5.8 26 6 38 38 35 4 3.5  
## 162 2 5.25 5.8 26 6 38 38 35 4 3.5  
## 182 2 5.25 5.8 26 6 38 38 35 4 3.5  
## 202 2 5.25 5.8 26 6 38 38 35 4 3.5  
## 222 2 5.25 5.8 26 6 38 38 35 4 3.5  
## 242 2 5.25 5.8 26 6 38 38 35 4 3.5  
## 262 2 5.25 5.8 26 6 38 38 35 4 3.5  
## averank variable value  
## 2 3.75 locomotion1 4.50  
## 22 3.75 locomotion2 4.58  
## 42 3.75 assessment1 4.25  
## 62 3.75 assessment2 3.92  
## 82 3.75 promotion1 4.00  
## 102 3.75 promotion2 4.17  
## 122 3.75 prevention1 2.20  
## 142 3.75 prevention2 2.20  
## 162 3.75 stress1 2.00  
## 182 3.75 stress2 2.50  
## 202 3.75 lie2 2.67  
## 222 3.75 lie1 2.33  
## 242 3.75 LxA1 20.20  
## 262 3.75 LxA2 21.00

This (I think) really clearly illustrates what's going on here. Two things happen with all the variables listed in the measure.vars argument. First, the name of each variable gets put into a new vector called, unfortunately variable. Second, the corresponding value for that variable is listed in a second new vector labeled 'value'. Thus, since we had 14 variables listed in measure.vars, we now have 14 lines for each subject.

But, like I pointed out before, this isn't quite what we wanted. Remember our goal: We want a histogram where we can plot two variables on the x axis. And remember how I said we would do it:

**2 vectors**  
 - *Vector 1: values to be plotted*  
 - *Vector 2: indicates which of two groups each value belongs to.*

I know we just turned our 'wide' data into 'long', but now we need to go back. Our data is long, but it's *too* long... (yeah, yeah... har har). I can think of two ways to do this. One that is simpler, but pretty inflexible, and another which is a little more show-offy, a bit trickier, but also a little more flexible (by flexibility, I mean the idea could work for more instances than just this one). We will start with the straightforward one!

First, let's notice that the repeated measurements of the same variable are all stacked on top of each other. For example, all measurements of locomotion1 occur in the first 20 rows of our data frame

breach[1:25, ] #read: give me the rows 1 through 25, all columns.

## subj flourishing swls age exp apride lpride eom rankindiv rank21  
## 1 1 6.50 6.0 23 3 37 46 40 10 13.0  
## 2 2 5.25 5.8 26 6 38 38 35 4 3.5  
## 3 3 6.25 6.2 22 4 32 40 43 6 5.0  
## 4 4 6.88 6.8 26 2 40 46 42 16 16.0  
## 5 5 6.25 6.2 26 4 45 44 38 3 3.5  
## 6 6 6.00 5.6 29 3 38 44 34 5 7.0  
## 7 7 7.00 7.0 28 0 38 49 39 12 21.0  
## 8 8 6.00 5.8 24 3 33 40 41 9 10.0  
## 9 9 5.75 5.8 27 4 36 38 38 11 8.0  
## 10 10 6.00 5.8 22 1 37 38 37 19 15.0  
## 11 11 6.12 6.0 24 2 36 48 40 8 6.0  
## 12 12 5.88 5.6 28 2 38 46 37 15 18.0  
## 13 13 5.75 5.8 30 6 41 36 40 7 9.0  
## 14 14 5.88 5.6 29 3 39 43 40 20 20.0  
## 15 15 4.88 5.8 24 2 28 29 39 14 14.0  
## 16 16 6.25 6.0 31 5 39 44 38 2 1.0  
## 17 17 5.50 6.4 25 3 38 35 42 13 12.0  
## 18 18 6.00 5.4 27 8 46 46 35 17 19.0  
## 19 19 5.00 4.4 21 2 32 37 37 1 2.0  
## 20 20 6.38 6.2 26 2 38 40 34 18 17.0  
## 21 1 6.50 6.0 23 3 37 46 40 10 13.0  
## 22 2 5.25 5.8 26 6 38 38 35 4 3.5  
## 23 3 6.25 6.2 22 4 32 40 43 6 5.0  
## 24 4 6.88 6.8 26 2 40 46 42 16 16.0  
## 25 5 6.25 6.2 26 4 45 44 38 3 3.5  
## averank variable value  
## 1 11.50 locomotion1 5.00  
## 2 3.75 locomotion1 4.50  
## 3 5.50 locomotion1 5.25  
## 4 16.00 locomotion1 4.83  
## 5 3.25 locomotion1 5.08  
## 6 6.00 locomotion1 5.08  
## 7 16.50 locomotion1 4.67  
## 8 9.50 locomotion1 5.00  
## 9 9.50 locomotion1 5.58  
## 10 17.00 locomotion1 5.08  
## 11 7.00 locomotion1 5.08  
## 12 16.50 locomotion1 4.92  
## 13 8.00 locomotion1 4.92  
## 14 20.00 locomotion1 4.58  
## 15 14.00 locomotion1 3.83  
## 16 1.50 locomotion1 5.75  
## 17 12.50 locomotion1 4.17  
## 18 18.00 locomotion1 5.50  
## 19 1.50 locomotion1 5.58  
## 20 17.50 locomotion1 4.58  
## 21 11.50 locomotion2 4.58  
## 22 3.75 locomotion2 4.58  
## 23 5.50 locomotion2 4.83  
## 24 16.00 locomotion2 5.00  
## 25 3.25 locomotion2 4.92

After that, we see that the next 20 rows (i.e. 21-40) are all locomotion2

breach[breach$variable=='locomotion2', c(1:5, 12)] #read: give me all the rows where the value for variable is equal to locomotion 2. only give me columns 1 through 5 and 12 (column 12 is the `variable` column)

## subj flourishing swls age exp variable  
## 21 1 6.50 6.0 23 3 locomotion2  
## 22 2 5.25 5.8 26 6 locomotion2  
## 23 3 6.25 6.2 22 4 locomotion2  
## 24 4 6.88 6.8 26 2 locomotion2  
## 25 5 6.25 6.2 26 4 locomotion2  
## 26 6 6.00 5.6 29 3 locomotion2  
## 27 7 7.00 7.0 28 0 locomotion2  
## 28 8 6.00 5.8 24 3 locomotion2  
## 29 9 5.75 5.8 27 4 locomotion2  
## 30 10 6.00 5.8 22 1 locomotion2  
## 31 11 6.12 6.0 24 2 locomotion2  
## 32 12 5.88 5.6 28 2 locomotion2  
## 33 13 5.75 5.8 30 6 locomotion2  
## 34 14 5.88 5.6 29 3 locomotion2  
## 35 15 4.88 5.8 24 2 locomotion2  
## 36 16 6.25 6.0 31 5 locomotion2  
## 37 17 5.50 6.4 25 3 locomotion2  
## 38 18 6.00 5.4 27 8 locomotion2  
## 39 19 5.00 4.4 21 2 locomotion2  
## 40 20 6.38 6.2 26 2 locomotion2

Noticing a pattern? Just to be sure, let's look at the next 20 rows:

breach[41:60, c('subj', 'variable')]

## subj variable  
## 41 1 assessment1  
## 42 2 assessment1  
## 43 3 assessment1  
## 44 4 assessment1  
## 45 5 assessment1  
## 46 6 assessment1  
## 47 7 assessment1  
## 48 8 assessment1  
## 49 9 assessment1  
## 50 10 assessment1  
## 51 11 assessment1  
## 52 12 assessment1  
## 53 13 assessment1  
## 54 14 assessment1  
## 55 15 assessment1  
## 56 16 assessment1  
## 57 17 assessment1  
## 58 18 assessment1  
## 59 19 assessment1  
## 60 20 assessment1

Okay! That seems to confirm! Our two groups are repeated in chunks of 20 all the way down the data frame. That means we can just manually make a new variable which indicates which measurement occasion these came from.

breach$time <- rep(rep(c(1, 2), each = 20), 7)

Understand that? Lets look at that line one piece at a time. First, we're making a new variable called time. Looking at the innermost bit of the function:

rep(c(1,2), each=20)

We've created a small vector [1, 2], and applied the rep (i.e. repeat) function to it. The second argument each=20 means that I'd like for each instance in that small vector to be repeated 20 times. Thus, this creates a longer vector of 20 instances of 1 and 20 instances of 2. We'll call everything inside that innermost function a. The outer function from above, with the stuff in the middle replaced by a is:

rep(a, 7)

This takes a and just repeats it 7 times. Remember ais 20 instances of 1 and 20 instances of 2. So it's length is 40. Repeating it seven times gives , which is exactly as long as our dataframe.

This leaves us with a new variable indicating which of two measurement observations each row comes from.